**DAY 4 – LAB ASSESSMENT**

**INDUSEKHAR**

**192124123**

1.Randomly Sample the iris dataset such as 80% data for training and 20% for test and

create Logistics regression with train data, use species as target and petals width and

length as feature variables , Predict the probability of the model using test data,  Create

Confusion matrix for above test model

**CODE:**

library(caret)

data(iris)

set.seed(123)

indexes <- createDataPartition(iris$Species, p = 0.8, list = FALSE)

training <- iris[indexes, ]

testing <- iris[-indexes, ]

model <- train(Species ~ Petal.Length + Petal.Width, data = training, method = "glm", family = "multinomial")

probs <- predict(model, testing, type = "prob")

preds <- predict(model, testing)

cm <- confusionMatrix(preds, testing$Species)

print(cm$table)

**2. (i)Write suitable R code to compute the mean, median ,mode of the following values**

**c(90, 50, 70, 80, 70, 60, 20, 30, 80, 90, 20)**

**(ii) Write R code to find 2nd  highest and 3 rd Lowest value of above problem**.

**Code:**

x <- c(90, 50, 70, 80, 70, 60, 20, 30, 80, 90, 20)

mean(x)

median(x)

mode(x)

x <- c(90, 50, 70, 80, 70, 60, 20, 30, 80, 90, 20)

second\_highest <- sort(unique(x), decreasing = TRUE)[2]

cat("The 2nd highest value is:", second\_highest, "\n")

third\_lowest <- sort(unique(x))[3]

cat("The 3rd lowest value is:", third\_lowest)

**o/p:**

> mean(values)

[1] 60

> median(values)

[1] 70

> mode(values)

[1] 80

The 2nd highest value is: 80

The 3rd lowest value is: 50

2. (i)Get the Summary Statistics of air quality dataset

(ii)Melt airquality data set and display as a long – format data?

(iii)Melt airquality data and specify month and day to be “ID variables”?

 (iv)Cast the molten airquality data set with respect to month and date features

 (v) Use cast function appropriately and compute the average of Ozone, Solar.R , Wind

and temperature per month?

INPUT:

summary(airquality)  
library(reshape2)  
airquality\_melt <- melt(airquality, id.vars = c("Month", "Day"))  
airquality\_melt2 <- melt(airquality, id.vars = c("Month", "Day"))  
airquality\_cast <- dcast(airquality\_melt, Month + Day ~ variable, mean)  
airquality\_mean <- dcast(airquality\_melt, Month ~ variable, mean)

3.(i) Find any missing values(na) in features and drop the missing values if its less than

10%

else replace that with  mean of that feature.

   (ii) Apply a linear regression algorithm using Least Squares Method on “Ozone” and

“Solar.R”

   (iii)Plot Scatter plot between Ozone and Solar and add regression line created by

above model

INPUT:

library(tidyverse)  
data("airquality")  
missing\_values <- airquality %>%   
 is.na() %>%   
 sum()  
if (sum(missing\_values) / nrow(airquality) < 0.1)   
{  
 airquality <- airquality %>%   
 drop\_  
model <- lm(Ozone ~ Solar.R, data = airquality)  
ggplot(airquality, aes(x = Solar.R, y = Ozone)) +  
 geom\_point() +  
 geom\_smooth(method = "lm", formula = model, se = FALSE) +  
 labs(x = "Solar Radiation", y = "Ozone")

4. Load dataset named ChickWeight,

( i).Order the data frame, in ascending order by feature name “weight” grouped by

  feature

“diet” and Extract the last 6 records from order data frame.

 (ii).a Perform melting function based on “Chick&quot;, &quot;Time&quot;, &quot;Diet&quot;   features as ID

variables

 b. Perform cast function to display the mean value of weight grouped by Diet

 c. Perform cast function to display the mode of weight grouped by Diet

INPUT:

library(tidyverse)  
  
data("ChickWeight")  
  
ordered\_df <- ChickWeight %>%   
 group\_by(Diet) %>%   
 arrange(weight) %>%   
 slice\_tail(6)  
melted\_df <- ChickWeight %>%   
 melt(id.vars = c("Chick", "Time", "Diet"))  
mean\_df <- melted\_df %>%   
 cast(Diet ~ variable, mean)  
mode\_df <- melted\_df %>%   
 group\_by(Diet, value) %>%   
 summarize(n = n()) %>%   
 arrange(desc(n)) %>%   
 group\_by(Diet) %>%   
 slice\_head(1) %>%   
 select(Diet, value)

7. a.  Create Box plot for “weight” grouped by “Diet”

          b. Create a Histogram for “weight” features belong to Diet- 1 category

          c.  Create Scatter plot for “ weight” vs “Time” grouped by Diet

INPUT:

library(ggplot2)  
  
ggplot(ChickWeight, aes(x = Diet, y = weight)) +   
 geom\_boxplot() +   
 ggtitle("Box Plot of Weight Grouped by Diet")  
ggplot(ChickWeight[ChickWeight$Diet == 1, ], aes(x = weight)) +   
 geom\_histogram(fill = "blue", color = "black") +   
 ggtitle("Histogram of Weight for Diet 1")  
ggplot(ChickWeight, aes(x = Time, y = weight, color = Diet)) +   
 geom\_point() +   
 ggtitle("Scatter Plot of Weight vs Time Grouped by Diet")

OUTPUT:

![](data:image/png;base64,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)

8.a. Create multi regression model to find a weight of the chicken , by “Time” and

“Diet” as as

predictor variables

b. Predict weight for Time=10 a and c. Find the error in model for same

INPUT:

df <- data.frame(Time = c(...), Diet = c(...), Weight = c(...))  
model <- lm(Weight ~ Time + Diet, data = df)  
new\_data <- data.frame(Time = 10, Diet = 1)  
predicted\_weight <- predict(model, new\_data)  
residuals <- residuals(model)  
MSE <- mean(residuals^2)  
RMSE <- sqrt(MSE)93.-

9 .For this exercise, use the (built-in) dataset Titanic.

a. Draw a Bar chart to show details of “Survived” on the Titanic based on passenger

Class

b. Modify the above plot based on gender of people who survived

c. Draw histogram plot to show distribution of feature “Age”

INPUT:

data("Titanic")  
ggplot(Titanic, aes(x = Class, fill = Survived)) +  
 geom\_bar(position = "dodge") +  
 labs(x = "Passenger Class", y = "Number of Survivors", fill = "Survived") +  
 ggtitle("Survived on the Titanic Based on Passenger Class")  
  
ggplot(Titanic, aes(x = Class, fill = Survived, color = Sex)) +  
 geom\_bar(position = "dodge") +  
 labs(x = "Passenger Class", y = "Number of Survivors", fill = "Survived", color = "Gender") +  
 ggtitle("Survived on the Titanic Based on Passenger Class and Gender")  
  
ggplot(Titanic, aes(x = Age)) +  
 geom\_histogram(binwidth = 5) +  
 labs(x = "Age", y = "Frequency") +  
 ggtitle("Distribution of Age on the Titanic")

10. a. Create a data frame based on below table.

b. Create a regression model for that data frame table to show the amount of sales(Sales) based

on the how much the company spends (Spends) in advertising

c. Predict the Sales if Spend=13500

INPUT:

Month <- c(1,2,3,4,5,6,7,8,9,10,11,12)  
Spend <- c(100,0,4000,5000,4500,3000,4000,9000,11000,15000,12000,7000,3000)  
Sales <- c(991,4,4048,7,5432,4,5004,4,3471,9,4255,1,9487,1,11891,4,15848,4,13134,8,7850,4,3628,4)  
  
df <- data.frame(Month, Spend, Sales)  
model <- lm(Sales ~ Spend, data = df)  
summary(model)  
predict(model, data.frame(Spend = 13500))

SET-2

1.(i) Write a R program to extract the five of the levels of factor created from a random

sample from the LETTERS (Part of the base R distribution.)

(ii)Write R function to find the range of given vector. Range=Max-Min

Sample input, C&lt;-(9,8,7,6,5,4,3,2,1),

output=8

(iii)Wirte the R function to find the number of vowels in given string

Sample input c&lt;- “matrix”, output&lt;-2

INPUT:

letters\_sample <- sample(LETTERS, 5)  
letters\_factor <- factor(letters\_sample)  
levels(letters\_factor)  
find\_range <- function(vec) {  
 max\_val <- max(vec)  
 min\_val <- min(vec)  
 range <- max\_val - min\_val  
 return(range)  
}  
C <- c(9,8,7,6,5,4,3,2,1)  
find\_range(C)  
find\_vowels <- function(string) {  
 vowels <- c("a", "e", "i", "o", "u", "A", "E", "I", "O", "U")  
 count <- 0  
 for (i in 1:nchar(string)) {  
 if (string[i] %in% vowels) {  
 count <- count + 1  
 }  
 }  
 return(count)  
}  
string <- "matrix"  
find\_vowels(string)

OUTPUT:

> levels(letters\_factor)

[1] "D" "H" "O" "W" "Y"

> find\_range(C)

[1] 8

> find\_vowels(string)

[1] 0

2.Load inbuild dataset “ChickWeight” in R

(i) Explore the summary of Data set, like number of Features and its type. Fins the number

of records for each features

(ii)Extract last 6 records of dataset

(iii) order the data frame, in ascending order by feature name  “weight”  grouped by

feature “diet”

(iv)Perform melting function based on “Chick&quot;,&quot;Time&quot;,&quot;Diet&quot;   features as ID variables

(v)Perform cast function to display the mean value of weight grouped by Diet

INPUT:

data("ChickWeight")  
str(ChickWeight)  
summary(ChickWeight)  
tail(ChickWeight, 6)  
ChickWeight\_grouped <- group\_by(ChickWeight, Diet)  
ChickWeight\_ordered <- arrange(ChickWeight\_grouped, weight)  
library(reshape2)  
ChickWeight\_melted <- melt(ChickWeight, id.vars=c("Chick", "Time", "Diet"))  
ChickWeight\_cast <- dcast(ChickWeight\_melted, Diet ~ variable, mean)

OUTPUT:

> tail(ChickWeight, 6)

weight Time Chick Diet

573 155 12 50 4

574 175 14 50 4

575 205 16 50 4

576 234 18 50 4

577 264 20 50 4

578 264 21 50 4

3.(i)Get the Statistical  Summary of  “ChickWeight” dataset

(ii)Create Box plot for “weight”  grouped by “Diet”

(iii)Create a Histogram for  “Weight” features  belong to Diet- 1 category

(iv) Create a Histogram for  “Weight” features  belong to Diet- 4 category

(v) Create Scatter plot  for weight vs Time grouped by Diet

INPUT:

summary(ChickWeight)  
library(ggplot2)  
ggplot(ChickWeight, aes(x=Diet, y=weight)) + geom\_boxplot()  
library(ggplot2)  
diet1 <- subset(ChickWeight, Diet == 1)  
ggplot(diet1, aes(x=weight)) + geom\_histogram()  
library(ggplot2)  
diet4 <- subset(ChickWeight, Diet == 4)  
ggplot(diet4, aes(x=weight)) + geom\_histogram()  
library(ggplot2)  
ggplot(ChickWeight, aes(x=Time, y=weight, color=Diet)) + geom\_point()  
  
OUTPUT:
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